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# Introduction

In 1990, Tim Berners-Lee wrote the first web server, known as CERN httpd, and the first browser, which he called WorldWideWeb. Imagine for a moment a world without the World Wide Web. Then on Christmas Day, 1990[[1]](#footnote-1), the first ever web server goes live. Imagine that the only way to view this web, such as it was with only one server was with the browser program WorldWideWeb[[2]](#footnote-2).

The motivation for the World Wide Web (not to be confused with the first browser, the WorldWideWeb – no spaces) dates back even further, to 1980, when Berners-Lee was working at CERN[[3]](#footnote-3). Here, where approximately 10,000 people were working, the exchange of information between numerous and disparate system was nearly impossible[[4]](#footnote-4). To address this, Berners-Lee wrote a software project called ENQUIRE which was a simple hypertext program that was similar to Apple’s HyperCard but with advantage that it was portable and ran on different systems. ENQUIRE was sort of like a modern-day wiki.

However, management of the content of ENQUIRE was restricted to its user – it was the user’s responsibility to keep the information up to date, which became a time consuming process for the user. In 1984, Berners-Lee realized that a different system, one that was accessible to everybody and that allowed people to create content independently of others was necessary. Furthermore, a person could link to content created by other people without having to update the linked content. This linkage could be thought of as a “web.”

In 1989, Berners-Lee proposed an Internet-based hypertext system known as HTML[[5]](#footnote-5), consisting of 18 elements which were strongly influenced by the Standard Generalized Markup Language (SGML) documentation format at CERN. It is interesting to note that eleven of those elements still exist in HTML 4.

Twenty five or so years later, the World Wide Web has become ubiquitous, living on our computers, phones, entertainment boxes, and vending machines. In April 2014, web servers were responsible for serving the content of almost *one billion* websites[[6]](#footnote-6). In a list of uses for hypertext in 1990, Berners-Lee put an encyclopedia as the first entry in that list. Today, the World Wide Web has become much more dynamic (and some would say invasive) with constant notifications of social media, email, and calendar events, and much more an entertainment (as opposed to a research) tool with the advent of chat rooms, YouTube, Netflix, and so forth.

All of this media richness has grown from that initial vision by Tim Berners-Lee, and is dependent upon that thing we call a “web server.” Today’s web server is much more sophisticated than the essentially static file system content server of the early 1990’s. Today’s web servers support a variety of capabilities such as user authentication, secure and encrypted data transport, server-side scripting to generate dynamic content, virtual hosting for serving many web sites from one IP address, and bandwidth throttling in order to be able to serve more clients[[7]](#footnote-7). Furthermore, web servers exist on many devices, including routers, printers and even cameras, and may be localized to just an intranet, having no exposure to the rest of the web.

Furthermore, we no longer simply develop static content that others can reference with hyperlinks in their own static content “pages.” Today, there are whole technology “stacks” that are necessary to know in order to develop web *applications­­* -- websites (or “web-apps”) that accomplish what would in the past have been implemented as a desktop application. We now can write (and share in real time) documents, make appointments in a calendar, balance our checkbook in a spreadsheet, and even put together our marketing presentation, all using “web-apps.”

As a result, the concept of a “web server” has become fuzzy because the server is now entwined with the dynamic requirements of the web application. Handling a request is no longer the simple process of “send back the content of this file” but instead involves routing the request to the web application, which, among other things, determines where the content comes from (a database, a file, a stock ticker service, etc.). Furthermore, while the web application can determine whether the user is authorized to view the content, this requirement can be separated into the imperative code (living on the web server) that does the authorization check, and the declarative code (living in the web application) that defines what routes require authorization. In a more complex authorization model involving roles and authorization levels, the web server might query the web application for authorization as a completely independent function from the handling of the route’s content. Issues of authentication and session management are also fuzzy – what functionality does the web server provide vs. the web application, and how do the two interact?

Because this line between the web server and the web application is fuzzy, and because often enough the answer is “it depends on the requirements”, we arrive at an initial answer to the question “why build a web server?” This question does however require even further inquiry.

# Why Build a Web Server?

Modern web application development frameworks such as ASP.NET and its three flavors (Web Forms, MVC, Web Pages) and Ruby on Rails, sit firmly between the web server (typically IIS, Apache, or nginx, to name three) and you, the web application builder.

Rails says this about itself:

“Rails is a web application development framework…designed to make programming web applications easier by making assumptions about what every developer needs to get started. It allows you to write less code while accomplishing more than many other languages and frameworks…Rails is opinionated software. It makes the assumption that there is the "best" way to do things, and it's designed to encourage that way - and in some cases to discourage alternatives.”[[8]](#footnote-8)

Microsoft says this about ASP.NET:

“ASP.NET is a unified Web development model that includes the services necessary for you to build enterprise-class Web applications with a minimum of coding.”[[9]](#footnote-9)

And, with regards to ASP.NET MVC:

“ASP.NET MVC targets developers who are interested in patterns and principles like test-driven development, separation of concerns, inversion of control (IoC), and dependency injection (DI). This framework encourages separating the business logic layer of a web application from its presentation layer.

By dividing the application into the model (M), views (V), and controllers (C), ASP.NET MVC can make it easier to manage complexity in larger applications. With ASP.NET MVC, you can have multiple teams working on a web site because the code for the business logic is separate from the code and markup for the presentation layer — developers can work on the business logic while designers work on the markup and JavaScript that is sent to the browser.”

To complicate matters, one also can choose from a variety of view engines: a server-side markup language and processing tool for creating dynamic web pages. For example, Razor[[10]](#footnote-10), introduced in 2010[[11]](#footnote-11), is perhaps the in vogue view engine that can be used in conjunction with ASP.NET MVC (at least at the time of this writing.) Rails comes with its own view engine as well and supports other view engines, such as Slim[[12]](#footnote-12), one of over 24 different template engine offerings[[13]](#footnote-13).

Furthermore, these frameworks come with their own ideas of how you should interface with a database, in other words, there is a strong push towards using an Object Relational Mapper. In ASP.NET MVC, the preferred ORM is Entity Framework. With Rails, the ORM is implemented with Active Record.

So what does all of this have to do with a web server? Because, to write a web application, you typically have to buy 100% into the, as Rails puts it, “opinionated” framework’s idea of how you should do things: MVC, ORM, view engine. If you don’t want to buy into this approach (and there are often good reasons not to), you have several alternatives. One such alternative is to use PHP[[14]](#footnote-14), a server-side scripting language designed for web development, along with a web server like IIS or Apache. PHP is simply a scripting language, it doesn’t enforce a particular architecture (like MVC) or have an opinion about the database connectivity framework.

# Your First Web Server

## Writing a Web Server is Simple!

Writing a web server is essentially rather simple.  If all we wanted to do is serve up some HTML pages, we could be done with this implementation:

Namespaces we need to use:

|  |
| --- |
| using System; using System.IO; using System.Net; using System.Text; using System.Threading; using System.Threading.Tasks; |

A couple helpful extension methods:

|  |
| --- |
| /// <summary>  /// Some useful string extensions.  /// </summary>  public static class ExtensionMethods  {  /// <summary>  /// Return everything to the left of the first occurrence of the specified string,  /// or the entire source string.  /// </summary>  public static string LeftOf(this String src, string s)  {  string ret = src;  int idx = src.IndexOf(s);  if (idx != -1)  {  ret = src.Substring(0, idx);  }  return ret;  }  /// <summary>  /// Return everything to the right of the first occurrence of the specified string,  /// or an empty string.  /// </summary>  public static string RightOf(this String src, string s)  {  string ret = String.Empty;  int idx = src.IndexOf(s);  if (idx != -1)  {  ret = src.Substring(idx + s.Length);  }  return ret;  } |

And the program itself:

|  |
| --- |
| class Program  {  static Semaphore sem;  static void Main(string[] args)  {  // Supports 20 simultaneous connections.  sem = new Semaphore(20, 20);  HttpListener listener = new HttpListener();  string url = "http://localhost/";  listener.Prefixes.Add(url);  // listener.Prefixes.Add("http://172.16.16.115/");  listener.Start();  Task.Run(() =>  {  while (true)  {  sem.WaitOne();  StartConnectionListener(listener);  }  });  Console.WriteLine("Press a key to exit the server.");  Console.ReadLine();  }  /// <summary>  /// Await connections.  /// </summary>  static async void StartConnectionListener(HttpListener listener)  {  // Wait for a connection. Return to caller while we wait.  HttpListenerContext context = await listener.GetContextAsync();  // Release the semaphore so that another listener can be immediately started up.  sem.Release();  // Get the request.  HttpListenerRequest request = context.Request;  HttpListenerResponse response = context.Response;  // Get the path, everything up to the first ? and excluding the leading "/"  string path = request.RawUrl.LeftOf("?").RightOf("/");  Console.WriteLine(path); // Nice to see some feedback.    // Load the file and respond with a UTF8 encoded version of it.  string text = File.ReadAllText(path);  byte[] data = Encoding.UTF8.GetBytes(text);  response.ContentType = "text/html";  response.ContentLength64 = data.Length;  response.OutputStream.Write(data, 0, data.Length);  response.ContentEncoding = Encoding.UTF8;  response.StatusCode = 200; // OK  response.OutputStream.Close();  }  } |

That's it for the C# code. There’s two more things we need to do:

First, create a Hello World HTML file:

|  |
| --- |
| <p>Hello World</p> |

Put it into the bin\Debug folder of a console app:
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Figure 1: Solution Tree

Second, put an icon file name “favicon.ico” into the bin\Debug folder as well, otherwise, if the browser requests it, the web server will throw a File Not Found exception.

Now, when you run the console app, it will wait for a connection.  Fire up your browser and for the URL, enter:

|  |
| --- |
| <http://localhost/index.html> |

In the console window, you'll see the path emitted, and in the browser, you'll see the page rendered:
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Figure 2: Serving Static Content

### Issues with localhost?

If your browser is having problems connecting to localhost, edit your C:\Windows\System32\drivers\etc\hosts file and make sure there is an entry that looks like this:

127.0.0.1 localhost

If it's missing, add it, save the file, and reboot the computer.

## Writing a Web Server is Complicated!

What we wrote above is a static HTML page server, and there's a lot wrong with it:

* Only HTML meme type is supported (your browser is rather forgiving, if you get the content type wrong, most of the time it will accommodate the error).  Other meme types[[15]](#footnote-15) include CSS, JavaScript, and of course media, such as images.
* It doesn't handle the common HTTP methods[[16]](#footnote-16), namely GET, POST, PUT and DELETE.
* We have no exception handling.
* There's no support for Cross-Site Request Forgery[[17]](#footnote-17) (CSRF) tokens.
* The server has no concept of session.
* The server doesn't support https.  SSL/TLS support is critically important in today's world.
* Some sort of HTML processing engine would be very useful to resolve connection-specific content on the server before the page is sent to the browser.
* There is no support for routing requests to, say, a Model-View-Controller[[18]](#footnote-18) (MVC) or Model-View-ViewModel[[19]](#footnote-19) (MVVM) architecture.
* Our server implementation above is entangled with the application-specific HTML pages.  We need to decouple it -- basically, make it an assembly that our application-specific stuff references.
* What about master pages?
* What about authorization, authentication, session expiration?
* What about model support?
* What about integration testing?

Request routing combined with some sort of a controller implementation is really useful when implement a REST[[20]](#footnote-20) API, which our web server should be able to do as well.  And REST is at the center of AJAX[[21]](#footnote-21) / AJAJ[[22]](#footnote-22) requests (SOAP[[23]](#footnote-23) being another common protocol, but REST is much more in vogue nowadays), allowing us to write single-page applications.  Here we are implicitly entering into the realm of serving dynamic content.  If you're rendering mostly static content, then you could also look at Apache (especially in conjunction with PHP) or Nginx, both of which are primarily static content web servers but with support for dynamic content[[24]](#footnote-24).

## We Need an Architecture

If you look at a few popular web servers, such as ASP.NET[[25]](#footnote-25), Ruby on Rails[[26]](#footnote-26) or NancyFx[[27]](#footnote-27), you'll immediately get a sense that there is a sophisticated architecture supporting the web server along with some sophisticated built-in functionality that really doesn't have anything to do with handling requests but that tends to make the job easier because there's a typical set of common tasks people need to perform when creating a professional website.  So you will almost immediately notice one or more of the following:

1. Either enforces or at least defaults to creating a project with an MVC architecture
2. Has some sort of a view engine, such as ASP.NET's Razor[[28]](#footnote-28) or ASPX view engines, or NancyFx's SuperSimpleViewEngine[[29]](#footnote-29).  Rails supports a wide range of view (aka "template) engines[[30]](#footnote-30).
3. Possibly includes some sort of Object-Relational Mapper (ORM).  In the ASP.NET world, this is usually Entity Framework[[31]](#footnote-31), in Rails we find ActiveRecord[[32]](#footnote-32).

Underlying these three common features of popular web servers are three very important premises:

1. You will almost always be rendering dynamic content
2. The dynamic content will be determined in large part from data in a database
3. The Model-View-Controller paradigm is the architectural glue that you are going to use for interactions between the user interface and the database.

I mentioned this earlier as well in conjunction with REST / AJAX, and the distinction between dynamic and static content web servers should not be so quickly dismissed.

## Dynamic vs. Static Content and the Single-Page Paradigm

TODO: Footnotes on things I mention here

The trend (especially as "push servers", see SignalR) is to move toward single-page applications (SPAs) -- the content of the page updates without requiring a full page refresh. A full page refresh requires a callback to the server to load all the content, whereas an SPA requests only the content that it needs.  This makes developing a web application more complicated because you're not just rendering the page on the server, you're coding in JavaScript on the client-side to implement the dynamic behavior, and probably using additional JavaScript packages such as jQuery, Knockout, Backbone, Angular, or any number of additional options "out there" (you'll note I'm completely ignoring node.js.)  Furthermore, you’re not just writing “render this page” server/client side code. Instead, a significant portion of what you write on the server will look more like an API to support AJAX/REST callbacks to return the content the client is requesting. In fact, it probably is helpful to think more in terms of writing an API than in terms of writing a website!

## But Do We Need All This Overhead?

The simple answer is, no.  The whole reason this author has even bothered to write yet another web server from scratch is because those features, which are often integrated with the basic process of a web server and initialized in a new project template, are, while not altogether unnecessary, sometimes better served by a lightweight version of the feature.  The question often comes up whether to roll your own or buy into an existing architecture, and the deeper question, why are we always rewriting prior work?  The answer to both, and the premise of why you're reading this book (other than to learn about the internals of how web servers work) is that, based on the experiences of working with other technologies, you have discovered that your needs are not being met by the existing solutions.  The typical answer "because the existing technology can be improved upon" is actually a weak argument, especially when one considers that any new technology will have deficiencies in areas other than the technology that it replaces.  So, this author's motivations are to write a web server that not only meets his needs but also employs an architecture that does not hinder you from meeting *your* needs.  And the premise of such architecture is that the function of a web server should be completely decoupled from paradigms such as MVC as well as view engine and ORM implementations.  These should be in the purview of, if not the application, then at least some middle-tier that you can take or leave depending on your needs.

# Threads, Tasks and async/await

In order to begin looking at our architecture, we really need to take a deep dive into the issues of threading. Along the way, we’ll discover some surprising things.

There are two basic options for how to handle incoming requests:

* Multiple listeners: We create multiple listeners and process the request on the thread allocated to the continuation of the awaited GetContextAsync call. Because there is not a Windows Form, the continuation is free to allocate its own thread as opposed to the Windows application behavior, which marshals onto the main application thread.
* Single listener: A single thread listens for incoming connections and immediately queues that request so that it can go back to listening for the next connection request. A separate thread (or threads) processes the requests.

## Multiple Listeners

Let's look at instrumenting the StartConnectionListener function so that we can get a sense of the processing times and threads.  First, a couple basic instrumentation functions:

|  |
| --- |
| protected static DateTime timestampStart;  static public void TimeStampStart()  {  timestampStart = DateTime.Now;  }  static public void TimeStamp(string msg)  {  long elapsed = (long)(DateTime.Now - timestampStart).TotalMilliseconds;  Console.WriteLine("{0} : {1}", elapsed, msg);  } |

Next, we add the instrumentation to the StartConnectionListener:

|  |
| --- |
| /// <summary>  /// Await connections.  /// </summary>  static async void StartConnectionListener(HttpListener listener)  {  TimeStamp("StartConnectionListener Thread ID: " + Thread.CurrentThread.ManagedThreadId);  // Wait for a connection. Return to caller while we wait.  HttpListenerContext context = await listener.GetContextAsync();  // Release the semaphore so that another listener can be immediately started up.  sem.Release();  handler.Process(context);  } |

Recall that these listeners are all initialized on a separate thread, but as noted above, we let the .NET framework allocate a thread on the continuation.

|  |
| --- |
| Task.Run(() =>  {  while (true)  {  sem.WaitOne();  StartConnectionListener(listener);  }  }); |

For this test, I've created a ListenerThreadHandler class:

|  |
| --- |
| public class ListenerThreadHandler : CommonHandler, IRequestHandler  {  public void Process(HttpListenerContext context)  {  Program.TimeStamp("Process Thread ID: " + Thread.CurrentThread.ManagedThreadId);  CommonResponse(context);  }  } |

Where CommonResponse artificially injects a 1 second delay to simulate some complex process before issuing the response:

|  |
| --- |
| public void CommonResponse(HttpListenerContext context)  {  // Artificial delay.  Thread.Sleep(1000);  // Get the request.  HttpListenerRequest request = context.Request;  HttpListenerResponse response = context.Response;  // Get the path, everything up to the first ? and excluding the leading "/"  string path = request.RawUrl.LeftOf("?").RightOf("/");  // Load the file and respond with a UTF8 encoded version of it.  string text = File.ReadAllText(path);  byte[] data = Encoding.UTF8.GetBytes(text);  response.ContentType = "text/html";  response.ContentLength64 = data.Length;  response.OutputStream.Write(data, 0, data.Length);  response.ContentEncoding = Encoding.UTF8;  response.StatusCode = 200; // OK  response.OutputStream.Close();  } |

Now, we'll test how the server responds to 10 effectively simultaneous requests:

|  |
| --- |
| for (int i = 0; i < 10; i++)  {  Console.WriteLine("Request #" + i);  MakeRequest(i);  } |

and:

|  |
| --- |
| /// <summary>  /// Issue GET request to localhost/index.html  /// </summary>  static async void MakeRequest(int i)  {  TimeStamp("MakeRequest " + i + " start, Thread ID: " + Thread.CurrentThread.ManagedThreadId);  string ret = await RequestIssuer.HttpGet("http://localhost/index.html");  TimeStamp("MakeRequest " + i + " end, Thread ID: " + Thread.CurrentThread.ManagedThreadId);  } |

In the above code, once an asynchronous function blocks, the await will return to the caller and the next MakeRequest is issued.  When the asynchronous function completes, MakeRequest continues.

### Test Results

What we're interested in is:

* When was the request issued?
* How long did it take to complete?
* Was the continuation on the same thread as the request call, or a different thread?

In the trace log, we first see all the MakeRequest function calls, all on the same thread, which is expected as they're all being issued by the same Task:

|  |
| --- |
| Request #0  3 : MakeRequest 0 start, Thread ID: 1  Request #1  55 : MakeRequest 1 start, Thread ID: 1  Request #2  57 : MakeRequest 2 start, Thread ID: 1  Request #3  58 : MakeRequest 3 start, Thread ID: 1  Request #4  59 : MakeRequest 4 start, Thread ID: 1  Request #5  61 : MakeRequest 5 start, Thread ID: 1  Request #6  62 : MakeRequest 6 start, Thread ID: 1  Request #7  63 : MakeRequest 7 start, Thread ID: 1  Request #8  63 : MakeRequest 8 start, Thread ID: 1  Request #9  63 : MakeRequest 9 start, Thread ID: 1 |

Next, we see the Process messages coming in as well as the MakeRequest "end" calls (I'm omitting the StartConnectionListener and MakeRequest messages for clarity):

|  |
| --- |
| 78 : Process Thread ID: 11 79 : Process Thread ID: 5 80 : Process Thread ID: 9 81 : Process Thread ID: 10   783 : Process Thread ID: 12   1080 : Process Thread ID: 11 1084 : Process Thread ID: 5 1091 : Process Thread ID: 9 1106 : Process Thread ID: 10   1315 : Process Thread ID: 13   1789 : MakeRequest 7 end, Thread ID: 12 |

What's revealing here is that:

* The requests appear to be processed in batches of 4 (the computer I'm testing on has 4 cores).
* Threads are being re-used.
* The continuation is not happening on the same thread (we expect that because this is a console application and we haven't defined a continuation context.)
* Because only "roughly" 4 threads are active at once, the whole process takes about 2.3 seconds to complete (odd how 10 requests / 4 threads is 2.5)

Conversely, observe what happens on an 8 core system:

|  |
| --- |
| 38 : Process Thread ID: 15  38 : Process Thread ID: 13  38 : Process Thread ID: 5  38 : Process Thread ID: 16  39 : Process Thread ID: 17  39 : Process Thread ID: 14  40 : Process Thread ID: 19  41 : Process Thread ID: 18  782 : Process Thread ID: 20  1039 : Process Thread ID: 15 |

Now we see 8 requests being processed simultaneously, and the last two occurring later.  What's going on?

### Why async/await Is Not the Right Solution

From the above trace, we can surmise that the thread being allocated for the continuation is allocated based on the number of CPU cores. This is really not the behavior we want. Many requests will involve file I/O, interacting with the database, contacting social media, and so forth, all of which are processes where the thread will be blocked waiting for a response. We certainly don’t want to delay the processing of other incoming requests simply because the mechanism for allocating the continuation thread thinks it should be based on available cores. Unfortunately, this mechanism seems to be in the bowels of how continuations are handled. It is not controllable through TaskCreationOptions because we’re dealing with how the continuation of the awaited call is being handled. All we can declare here is that this is not the implementation we want.

## Allocating Our Own Threads

What happens when we allocate the threads ourselves?  Let's give that a try.  First, we change the way the context listener threads are initialized:

|  |
| --- |
| for (int i = 0; i < 20; i++)  {  Thread thread = new Thread(new ParameterizedThreadStart(WaitForConnection));  thread.IsBackground = true;  thread.Start(listener);  } |

Then, instead of using async/await and semaphores, each thread blocks until a connection is received:

|  |
| --- |
| /// <summary>  /// Block until a connection is received.  /// </summary>  static void WaitForConnection(object objListener)  {  HttpListener listener = (HttpListener)objListener;  while (true)  {  TimeStamp("StartConnectionListener Thread ID: " + Thread.CurrentThread.ManagedThreadId);  HttpListenerContext context = listener.GetContext();  handler.Process(context);  }  } |

Now, when our requests are issued, we see immediately that they are processed by 10 unique threads:

|  |
| --- |
| 75 : Process Thread ID: 3  75 : Process Thread ID: 9  75 : Process Thread ID: 4  75 : Process Thread ID: 5  76 : Process Thread ID: 8  75 : Process Thread ID: 10  76 : Process Thread ID: 7  76 : Process Thread ID: 6  76 : Process Thread ID: 11  76 : Process Thread ID: 12 |

And we also see that the responses are all in the same "one second later" block of time:

|  |
| --- |
| 1083 : MakeRequest 4 end, Thread ID: 31  1090 : MakeRequest 2 end, Thread ID: 31  1098 : MakeRequest 3 end, Thread ID: 31  1097 : MakeRequest 1 end, Thread ID: 28  1104 : MakeRequest 0 end, Thread ID: 32  1091 : MakeRequest 8 end, Thread ID: 29  1113 : MakeRequest 6 end, Thread ID: 29  1088 : MakeRequest 5 end, Thread ID: 30  1119 : MakeRequest 7 end, Thread ID: 32  1121 : MakeRequest 9 end, Thread ID: 29 |

This unequivocally shows us that using async/await is not the right implementation choice!

## What About ThreadPool?

But is the problem with async/await or the system ThreadPool? This is not an ideal situation because at the moment we’re implementing long running threads, but we’ll try it regardless:

|  |
| --- |
| For (int i = 0; i < 20; i++)  {  ThreadPool.QueueUserWorkItem(WaitForConnection, listener);  } |

Look at what happens to the initialization process:

|  |
| --- |
| 781 : StartConnectionListener Thread ID: 7  1313 : StartConnectionListener Thread ID: 8  1845 : StartConnectionListener Thread ID: 9  2377 : StartConnectionListener Thread ID: 10  2909 : StartConnectionListener Thread ID: 11  3441 : StartConnectionListener Thread ID: 12  3973 : StartConnectionListener Thread ID: 13  4505 : StartConnectionListener Thread ID: 14  5037 : StartConnectionListener Thread ID: 15  5569 : StartConnectionListener Thread ID: 16  6100 : StartConnectionListener Thread ID: 17 |

We certainly experience what the MSDN documentation says regarding ThreadPool[[33]](#footnote-33): “As part of its thread management strategy, the thread pool delays before creating threads. Therefore, when a number of tasks are queued in a short period of time, there can be a significant delay before all the tasks are started.”

Fortunately though, once the threads have been initialized, we see that tha the processing happens simultaneously:

|  |
| --- |
| 12121 : Process Thread ID: 4  12123 : Process Thread ID: 5  12125 : Process Thread ID: 6  12125 : Process Thread ID: 3  12127 : Process Thread ID: 7  12127 : Process Thread ID: 10  12127 : Process Thread ID: 11  12128 : Process Thread ID: 9  12128 : Process Thread ID: 12  12128 : Process Thread ID: 8 |

So, while it works, ThreadPool’s are also not the correct solution. And as the documentation indicates, a thread pool is not the right solution here because we’re creating a number of threads in a very short time, and these threads will run perpetually for the life of the server, furthermore, the threads will potentially block for long periods of timing waiting for connection requests.

### Conclusion

It is now very clear that we should not use async/await to implement asynchronous connection requests.  Async/await limits you to running processes based on the number of cores, preventing you (and the CPU) from distributing request processing across more threads than you have cores. This is a very reasonable thing to do when you consider that many processes, such as querying a database or third party social media API, will be for the most part waiting for a response.

## Single Thread Listener

Besides having determined that we need to use threads rather than the Task async/await mechanism, we also should consider whether we want multiple threads listening for requests or a single thread. With a single thread, one and only one thread is listening for incoming requests.  As soon as a request is received, the request is placed into a queue and the thread immediately waits for the next request.  In a separate thread, requests are dequeued and enqueued into a worker thread.  We can implement different algorithms for determining which worker thread to enqueue the request, but in the implementation below we use a simple round-robin algorthm.

We’ll begin with a helper class that allows us to create a queue for each thread and a semaphore for signaling the thread:

|  |
| --- |
| /// <summary>  /// Track the semaphore and context queue associated with a worker thread.  /// </summary>  public class ThreadSemaphore  {  public int QueueCount { get { return requests.Count; } }  protected Semaphore sem;  protected ConcurrentQueue<HttpListenerContext> requests;  public ThreadSemaphore()  {  sem = new Semaphore(0, Int32.MaxValue);  requests = new ConcurrentQueue<HttpListenerContext>();  }  /// <summary>  /// Enqueue a request context and release the semaphore that  /// a thread is waiting on.  /// </summary>  public void Enqueue(HttpListenerContext context)  {  requests.Enqueue(context);  sem.Release();  }  /// <summary>  /// Wait for the semaphore to be released.  /// </summary>  public void WaitOne()  {  sem.WaitOne();  }  /// <summary>  /// Dequeue a request.  /// </summary>  public bool TryDequeue(out HttpListenerContext context)  {  return requests.TryDequeue(out context);  }  } |

Our handler, instead of processing the request immediately, queues the request and returns. A separate thread dequeues the request and assigns it, round-robin, to a worker thread:

|  |
| --- |
| public class SingleThreadedQueueingHandler : CommonHandler, IRequestHandler  {  protected ConcurrentQueue<HttpListenerContext> requests;  protected Semaphore semQueue;  protected List<ThreadSemaphore> threadPool;  protected const int MAX\_WORKER\_THREADS = 20;  public SingleThreadedQueueingHandler()  {  threadPool = new List<ThreadSemaphore>();  requests = new ConcurrentQueue<HttpListenerContext>();  semQueue = new Semaphore(0, Int32.MaxValue);  StartThreads();  MonitorQueue();  }  protected void MonitorQueue()  {  Task.Run(() =>  {  int threadIdx = 0;  // Forever...  while (true)  {  // Wait until we have received a context.  semQueue.WaitOne();  HttpListenerContext context;  if (requests.TryDequeue(out context))  {  // In a round-robin manner, queue up the request on the current  // thread index then increment the index.  threadPool[threadIdx].Enqueue(context);  threadIdx = (threadIdx + 1) % MAX\_WORKER\_THREADS;  }  }  });  }  /// <summary>  /// Enqueue the received context rather than processing it.  /// </summary>  public void Process(HttpListenerContext context)  {  requests.Enqueue(context);  semQueue.Release();  }  /// <summary>  /// Start our worker threads.  /// </summary>  protected void StartThreads()  {  for (int i = 0; i < MAX\_WORKER\_THREADS; i++)  {  Thread thread = new Thread(new ParameterizedThreadStart(ProcessThread));  thread.IsBackground = true;  ThreadSemaphore ts = new ThreadSemaphore();  threadPool.Add(ts);  thread.Start(ts);  }  }  /// <summary>  /// As a thread, we wait until there's something to do.  /// </summary>  protected void ProcessThread(object state)  {  ThreadSemaphore ts = (ThreadSemaphore)state;  while (true)  {  ts.WaitOne();  HttpListenerContext context;  if (ts.TryDequeue(out context))  {  Program.TimeStamp("Processing on thread " + Thread.CurrentThread.ManagedThreadId);  CommonResponse(context);  }  }  }  } |

The result is what we should expect, namely that our 10 requests begin processing simultaneously and complete processing simultaneously.

|  |
| --- |
| 76 : Processing on thread 4  76 : Processing on thread 3  76 : Processing on thread 5  77 : Processing on thread 6  78 : Processing on thread 7  78 : Processing on thread 8  79 : Processing on thread 10  79 : Processing on thread 11  79 : Processing on thread 9  81 : Processing on thread 12    1086 : MakeRequest 0 end, Thread ID: 31  1086 : MakeRequest 8 end, Thread ID: 29  1093 : MakeRequest 1 end, Thread ID: 29  1094 : MakeRequest 2 end, Thread ID: 29  1102 : MakeRequest 7 end, Thread ID: 29  1102 : MakeRequest 9 end, Thread ID: 31  1109 : MakeRequest 3 end, Thread ID: 31  1110 : MakeRequest 4 end, Thread ID: 29  1111 : MakeRequest 6 end, Thread ID: 31  1113 : MakeRequest 5 end, Thread ID: 31 |

### Conclusion

The advantage of the single-threaded connection queueing approach is that it can consume thousands of requests very quickly, and those requests can then be queued onto a finite number of worker threads.  The multi-listener approach will stop accepting requests when the all worker threads become busy.  While in either implementation the client ends up waiting for its request to be serviced, the major advantage of the second approach is that you are not creating potentially thousands of threads to handle high volume periods.  In fact, the single thread listener approach could even be implemented to dynamically start allocating more threads as volume increases or even to spool up additional servers.  This approach is a much more flexible solution.

# Thread Spanning Workflows

Processing client requests almost always involves a series of steps, which may include one or more of the following (and undoubtedly other things not in the list):

* Whitelist Validation
* Blacklist Exclusion
* Logging
* Work Distribution
* Authorization
* Session Expiration
* Routing
* View Engine

It behooves us therefore to look at requests as sequential workflows and to implement this abstraction such that the tasks can span different threads. For example, in the single listener thread implementation in the preceding chapter, we actually have three thread areas:
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Figure 3: High Level Workflow

Inside each of these boxes, we might see something like this:
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Figure 4: Low Level Workflow

What a thread-spanning workflow abstraction gains us is:

* define workflows declaratively
* decouple the thread from the work implementation
* allow the work implementation to determine how work should be continued:
  + on the same thread
  + deferred to another thread

The implementation requires that the “workflow continuation” be managed for every process as it sequences through the workflow steps, which is really the only “trick” to this implementation.

## Workflow Continuation State

Each workflow continuation can be in one of three states:

* Abort
* Continue
* Defer

|  |
| --- |
| /// <summary>  /// Workflow Continuation State  /// </summary>  public enum WorkflowContinuationState  {  /// <summary>  /// Terminate execution of the workflow.  /// </summary>  Abort,  /// <summary>  /// Continue with the execution of the workflow.  /// </summary>  Continue,  /// <summary>  /// Execution is deferred until Continue is called, usually by another thread.  /// </summary>  Defer,  } |

## Workflow Continuation

This class tracks the state of a workflow context and allows the workflow to continue when it is passed to another thread. What this does is:

1. We can define a single instance of a particular workflow pattern
2. We can use that instance simultaneously because we are effectively implementing Continuation Passing Style -- we are passing in the continuation state to each workflow function.
3. As a result, the workflow, as a process, is thread safe even though we are sharing instances amongst different threads.

|  |
| --- |
| /// <summary>  /// Thread-specific instance that preserves the workflow continuation context for that thread.  /// </summary>  public class WorkflowContinuation<T>  {  public int WorkflowStep { get; set; }  public bool Abort { get; set; }  public bool Defer { get; set; }  public Workflow<T> Workflow { get; protected set; }  public WorkflowContinuation(Workflow<T> workflow)  {  Workflow = workflow;  }  } |

## Workflow Item

A WorkflowItem is a lightweight container for the workflow function:

|  |
| --- |
| /// <summary>  /// A workflow item is a specific process to execute in the workflow.  /// </summary>  public class WorkflowItem<T>  {  protected Func<WorkflowContinuation<T>, T, WorkflowState> doWork;  /// <summary>  /// Instantiate a workflow item. We take a function that takes the   /// Workflow instance associated with this item  /// and a data item. We expect a WorkflowState to be returned.  /// </summary>  /// <param name="doWork"></param>  public WorkflowItem(Func<WorkflowContinuation<T>, T, WorkflowState> doWork)  {  this.doWork = doWork;  }  /// <summary>  /// Execute the workflow item method.  /// </summary>  public WorkflowState Execute(WorkflowContinuation<T> workflowContinuation, T data)  {  return doWork(workflowContinuation, data);  }  } |

## Workflow Class

Now that we have the pieces in place, we can see how a workflow is executed:

|  |
| --- |
| /// <summary>  /// The Workflow class handles a list of workflow items that we can use to  /// determine the processing of a request.  /// </summary>  public class Workflow<T>  {  protected List<WorkflowItem<T>> items;  public Workflow()  {  items = new List<WorkflowItem<T>>();  }  /// <summary>  /// Add a workflow item.  /// </summary>  public void AddItem(WorkflowItem<T> item)  {  items.Add(item);  }  /// <summary>  /// Execute the workflow from the beginning.  /// </summary>  public void Execute(T data)  {  WorkflowContinuation<T> continuation = new WorkflowContinuation<T>(this);  InternalContinue(continuation, data);  }  /// <summary>  /// Continue a deferred workflow, unless it is aborted.  /// </summary>  public void Continue(WorkflowContinuation<T> wc, T data)  {  // TODO: Throw exception instead?  if (!wc.Abort)  {  wc.Defer = false;  InternalContinue(wc, data);  }  }  /// <summary>  /// Internally, we execute workflow steps until:  /// 1. we reach the end of the workflow chain  /// 2. we are instructed to abort the workflow  /// 3. we are instructed to defer execution until later.  /// </summary>  protected void InternalContinue(WorkflowContinuation<T> wc, T data)  {  while ((wc.WorkflowStep < items.Count) && !wc.Abort && !wc.Defer)  {  WorkflowState state = items[wc.WorkflowStep++].Execute(wc, data);  switch (state)  {  case WorkflowState.Abort:  wc.Abort = true;  break;  case WorkflowState.Defer:  wc.Defer = true;  break;  }  }  }  } |

## Putting it All Together

As an example, I’ll illustrate a bit more of a robust website, capable of responding to different kinds of content requests. We’ll define a workflow that:

1. Logs the incoming IP address and web page request.
2. Checks that the requestor’s IP address is on our white list
3. Hands off the request to our single-threaded queue handler
4. Processes the requests, managing different file types.

The workflow is defined like this:

|  |
| --- |
| workflow = new Workflow<HttpListenerContext>();  workflow.AddItem(new WorkflowItem<HttpListenerContext>(LogIPAddress));  workflow.AddItem(new WorkflowItem<HttpListenerContext>(WhiteList));  workflow.AddItem(new WorkflowItem<HttpListenerContext>(handler.Process));  workflow.AddItem(new WorkflowItem<HttpListenerContext>(CommonHandler.StaticResponse)); |

And the logging and whitelist handler implementation is as follows:

|  |
| --- |
| /// <summary>  /// A workflow item, implementing a simple instrumentation of the  /// client IP address, port, and URL.  /// </summary>  static WorkflowState LogIPAddress(  WorkflowContinuation<HttpListenerContext> workflowContinuation,  HttpListenerContext context)  {  Console.WriteLine(context.Request.RemoteEndPoint.ToString() +   " : " + context.Request.RawUrl);  return WorkflowState.Continue;  }  /// <summary>  /// Only intranet IP addresses are allowed.  /// </summary>  static WorkflowState WhiteList(  WorkflowContinuation<HttpListenerContext> workflowContinuation,  HttpListenerContext context)  {  string url = context.Request.RemoteEndPoint.ToString();  bool valid = url.StartsWith("192.168") || url.StartsWith("127.0.0.1");  WorkflowState ret = valid ? WorkflowState.Continue : WorkflowState.Abort;  return ret;  } |

The actual response handler is implemented with a bit more intelligence – here we can specify the loader function to call based on the file extension in the request:

|  |
| --- |
| public static WorkflowState StaticResponse(  WorkflowContinuation<HttpListenerContext> workflowContinuation,  HttpListenerContext context)  {  // Get the request.  HttpListenerRequest request = context.Request;  HttpListenerResponse response = context.Response;  // Get the path, everything up to the first ? and excluding the leading "/"  string path = request.RawUrl.LeftOf("?").RightOf("/");  string ext = path.RightOfRightmostOf('.');  FileExtensionHandler extHandler;  if (extensionLoaderMap.TryGetValue(ext, out extHandler))  {  byte[] data = extHandler.Loader(context, path, ext);  response.ContentEncoding = Encoding.UTF8;  context.Response.ContentType = extHandler.ContentType;  context.Response.ContentLength64 = data.Length;  context.Response.OutputStream.Write(data, 0, data.Length);  response.StatusCode = 200; // OK  response.OutputStream.Close();  }  return WorkflowState.Continue;  } |

How the extension is routed to the static file loader handler is determined by the following mapping:

|  |
| --- |
| public static Dictionary<string, FileExtensionHandler> extensionLoaderMap =   new Dictionary<string, FileExtensionHandler>()  {  {"ico", new FileExtensionHandler()   {Loader=ImageLoader, ContentType="image/ico"}},  {"png", new FileExtensionHandler()   {Loader=ImageLoader, ContentType="image/png"}},  {"jpg", new FileExtensionHandler()   {Loader=ImageLoader, ContentType="image/jpg"}},  {"gif", new FileExtensionHandler()   {Loader=ImageLoader, ContentType="image/gif"}},  {"bmp", new FileExtensionHandler()   {Loader=ImageLoader, ContentType="image/bmp"}},  {"html", new FileExtensionHandler()   {Loader=PageLoader, ContentType="text/html"}},  {"css", new FileExtensionHandler()   {Loader=FileLoader, ContentType="text/css"}},  {"js", new FileExtensionHandler()   {Loader=FileLoader, ContentType="text/javascript"}},  {"json", new FileExtensionHandler()   {Loader=FileLoader, ContentType="text/json"}},  {"", new FileExtensionHandler()   {Loader=PageLoader, ContentType="text/html"}} }; |

And the three handlers are straightforward implementations – note how the page loader will append the extension “.html” if it is missing:

|  |
| --- |
| public static byte[] ImageLoader(  HttpListenerContext context,   string path,   string ext)  {  FileStream fStream = new FileStream(path, FileMode.Open, FileAccess.Read);  BinaryReader br = new BinaryReader(fStream);  byte[] data = br.ReadBytes((int)fStream.Length);  br.Close();  fStream.Close();  return data;  }  public static byte[] FileLoader(  HttpListenerContext context,   string path,   string ext)  {  string text = File.ReadAllText(path);  byte[] data = Encoding.UTF8.GetBytes(text);  return data;  }  public static byte[] PageLoader(  HttpListenerContext context,   string path,   string ext)  {  if (String.IsNullOrEmpty(ext))  {  path = path + ".html";  }  string text = File.ReadAllText(path);  byte[] data = Encoding.UTF8.GetBytes(text);  return data;  } |

Here we see the result of querying our server:
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Figure 5: Result of a Workflow

Notice my cute little avocado icon is now rendering correctly!

# Exception Handling

Exception handling is a critical requirement of a web server – you don’t want your server crashing because of a poorly formatted request, a database error, and so forth. Besides an exception handler, we might as well take the opportunity to specify an “abort” handler in the workflow definition as well:

|  |
| --- |
| workflow = new Workflow<HttpListenerContext>(AbortHandler, OnException); |

Now our workflow continuation can call back to the abort and exception handlers:

|  |
| --- |
| protected void InternalContinue(WorkflowContinuation<T> wc, T data)  {  while ((wc.WorkflowStep < items.Count) && !wc.Abort && !wc.Defer)  {  try  {  WorkflowState state = items[wc.WorkflowStep++].Execute(wc, data);  switch (state)  {  case WorkflowState.Abort:  wc.Abort = true;  wc.Workflow.AbortHandler(data);  break;  case WorkflowState.Defer:  wc.Defer = true;  break;  }  }  catch (Exception ex)  {  // We need to protect ourselves from the user’s exception  // handler potentially throwing an exception.  try  {  wc.Workflow.ExceptionHandler(data, ex);  }  catch { }  wc.Done = true;  }  }  } |

And we can write a couple simple handlers – our abort handler simply terminates the connection whereas our exception handler returns the exception message.

|  |
| --- |
| static void AbortHandler(HttpListenerContext context)  {  HttpListenerResponse response = context.Response;  response.OutputStream.Close();  }  static void OnException(HttpListenerContext context, Exception ex)  {  HttpListenerResponse response = context.Response;  response.ContentEncoding = Encoding.UTF8;  context.Response.ContentType = "text/html";  byte[] data = Encoding.UTF8.GetBytes(ex.Message);  context.Response.ContentLength64 = data.Length;  context.Response.OutputStream.Write(data, 0, data.Length);  response.StatusCode = 200; // OK  response.OutputStream.Close();  } |

Now, for example, if I request a page whose corresponding file doesn’t exist, I get the exception message.
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Figure 6: Error Handling Example

Of course, in real life, we probably want to redirect the user to the home page or a “page not found” page.

The salient point the above implementation is that, even if the specific workflow action doesn’t gracefully handle exceptions, the workflow engine itself manages the exception gracefully, giving your application options for notifying the user of the problem, and without bringing down the website.

# Context Extension Methods

Before going any further I need to introduce the extension methods that I’ve added to HttpListenerContext. You’ll see these extension methods used throughout the rest of this book:

|  |
| --- |
| public static class Extensions  {  /// <summary>  /// Return the URL path.  /// </summary>  public static string Path(this HttpListenerContext context)  {  return context.Request.RawUrl.LeftOf("?").RightOf("/").ToLower();  }  /// <summary>  /// Return the extension for the URL path's page.  /// </summary>  public static string Extension(this HttpListenerContext context)  {  return context.Path().RightOfRightmostOf('.').ToLower();  }  /// <summary>  /// Returns the verb of the request: GET, POST, PUT, DELETE, and so forth.  /// </summary>  public static string Verb(this HttpListenerContext context)  {  return context.Request.HttpMethod.ToUpper();  }  /// <summary>  /// Return the remote endpoint IP address.  /// </summary>  public static IPAddress EndpointAddress(this HttpListenerContext context)  {  return context.Request.RemoteEndPoint.Address;  }  /// <summary>  /// Returns a dictionary of the parameters on the URL.  /// </summary>  public static Dictionary<string, string> GetUrlParameters(  this HttpListenerContext context)  {  HttpListenerRequest request = context.Request;  string parms = request.RawUrl.RightOf("?");  Dictionary<string, string> kvParams = new Dictionary<string, string>();  parms.If(d => d.Length > 0,   (d) => d.Split('&').ForEach(keyValue =>   kvParams[keyValue.LeftOf('=').ToLower()] =   Uri.UnescapeDataString(keyValue.RightOf('='))));    return kvParams;  }  /// <summary>  /// Respond with an HTML string.  /// </summary>  public static void RespondWith(this HttpListenerContext context, string html)  {  byte[] data = Encoding.UTF8.GetBytes(html);  HttpListenerResponse response = context.Response;  response.ContentEncoding = Encoding.UTF8;  context.Response.ContentType = "text/html";  context.Response.ContentLength64 = data.Length;  context.Response.OutputStream.Write(data, 0, data.Length);  response.StatusCode = 200;  response.OutputStream.Close();  } } |

# Routing

It’s now time to talk about routing. The above examples are still for a static web server – we have no way of hooking into page requests, and equally importantly, doing different things based on the verb used in the request, which is vital for supporting AJAX and REST API’s.

Routing is also somewhat entangled with session state:

* Is the user authorized to view the page?
* Has the session expired?
* Does the user’s role give the user access to the page?

For example, in Ruby on Rails, authorization is often accomplished in the superclass of the controller whose methods are being invoked through a routing table. In ASP.NET MVC, whether the user must be authorized is determined by the “authorize” attribute decorating the controller method, again, the controller method is being invoked via a routing table. Role can also come into play as well other factors such as whether the session has expired or not.

Having worked with the above two approaches as well implementing specialized base class controllers such as “ExpirableController” and “AuthorizedRoleExpirableController”, the approach that I prefer decouples routing from session and authorization/role state and takes a more “functional programming” approach rather than object-oriented (Rails) or attribute decoration (MVC). This approach also works well with the workflow paradigm presented earlier and therefore has a nice consistent feel to it. But, without discussing the pros and cons of each approach, you should be getting a sense that there are places in a web server’s design that is really up to the designer and where you, as the “user” of the web server architecture, get very little say in those design decisions.

Happily, the workflow paradigm actually *does* give you considerable more say because you can actually implement your own routing and session state management. What’s provided here is an example, but if you wanted to use a more object-oriented approach or reflection to check the authorization requirement on a controller, you could certainly implement that.

However, the reason routing is entangled with authorization and session management is that, well, it makes sense. There are pages that are:

* Publically accessible
* Privately accessible with the right role
* Most, if not all private pages should be expirable

So, from a declarative perspective, it makes sense to define the constraints of a page (or a REST API endpoint) along with its route. What I’m proposing here as an implementation is to declaratively describe the routes and their constraints and implement the *process* of constraint checking and routing separately as opposed to an entangled implementation.

## A Routing Entry

For the reasons stated above, a route entry will consist of three “providers”:

1. SessionExpirationProvider
2. AuthorizationProvider
3. RoutingProvider

These providers are associated with whatever page / REST API path you want. For example:

You’ll note that the provider functions have the signature of a workflow process!

|  |
| --- |
| public class RouteEntry  {  public Func<WorkflowContinuation<HttpListenerContext>,   HttpListenerContext, Session, WorkflowState> SessionExpirationProvider;  public Func<WorkflowContinuation<HttpListenerContext>,   HttpListenerContext, Session, WorkflowState> AuthorizationProvider;  public Func<WorkflowContinuation<HttpListenerContext>,   HttpListenerContext, Session, WorkflowState> RoutingProvider;  } |

We’ll cover Session in the next chapter.

## A Route Key

We also need a route key – the verb and path:

|  |
| --- |
| /// <summary>  /// A structure consisting of the verb and path, suitable as a key for the route table entry.  /// Key verbs are always converted to uppercase, paths are always converted to lowercase.  /// </summary>  public struct RouteKey  {  private string verb;  private string path;  public string Verb  {  get { return verb; }  set { verb = value.ToUpper(); }  }  public string Path  {  get { return path; }  set { path = value.ToLower(); }  }  public override string ToString()  {  return Verb + " : " + Path;  }  } |

## A Route Table

A route table maps the routing key (the verb and path) with a route entry. The ensure thread safety, we use a ConcurrentDictionary, even though technically, the route table should not be modified after initialization, but we don’t want to constrain the web server application to this – who knows, you may have a very good reason to modify the routing table via a route hander!

|  |
| --- |
| public class RouteTable  {  protected ConcurrentDictionary<RouteKey, RouteEntry> routes;  public RouteTable()  {  routes = new ConcurrentDictionary<RouteKey, RouteEntry>();  }  /// <summary>  /// True if the routing table contains the verb-path key.  /// </summary>  public bool ContainsKey(RouteKey key)  {  return routes.ContainsKey(key);  }  /// <summary>  /// True if the routing table contains the verb-path key.  /// </summary>  public bool Contains(string verb, string path)  {  return ContainsKey(NewKey(verb, path));  }  /// <summary>  /// Add a unique route.  /// </summary>  public void AddRoute(RouteKey key, RouteEntry route)  {  routes.ThrowIfKeyExists(key, "The route key " + key.ToString() +   " already exists.")[key] = route;  }  /// <summary>  /// Adds a unique route.  /// </summary>  public void AddRoute(string verb, string path, RouteEntry route)  {  AddRoute(NewKey(verb, path), route);  }  /// <summary>  /// Get the route entry for the verb and path.  /// </summary>  public RouteEntry GetRouteEntry(RouteKey key)  {  return routes.ThrowIfKeyDoesNotExist(key, "The route key " + key.ToString() +  " does not exist.")[key];  }  /// <summary>  /// Get the route entry for the verb and path.  /// </summary>  public RouteEntry GetRouteEntry(string verb, string path)  {  return GetRouteEntry(NewKey(verb, path));  }  /// <summary>  /// Returns true and populates the out entry parameter if the key exists.  /// </summary>  public bool TryGetRouteEntry(RouteKey key, out RouteEntry entry)  {  return routes.TryGetValue(key, out entry);  }  /// <summary>  /// Returns true and populates the out entry parameter if the key exists.  /// </summary>  public bool TryGetRouteEntry(string verb, string path, out RouteEntry entry)  {  return routes.TryGetValue(NewKey(verb, path), out entry);  }  /// <summary>  /// Create a RouteKey given the verb and path.  /// </summary>  public RouteKey NewKey(string verb, string path)  {  return new RouteKey() { Verb = verb, Path = path };  }  } |

## The Route Handler

The route handler vectors the request to the supplied handler, if one exists:

|  |
| --- |
| /// <summary>  /// Route requests to an application-defined handler.  /// </summary>  public class RouteHandler  {  protected RouteTable routeTable;  protected SessionManager sessionManager;  public RouteHandler(RouteTable routeTable, SessionManager sessionManager)  {  this.routeTable = routeTable;  this.sessionManager = sessionManager;  }  /// <summary>  /// Route the request. If no route exists, the workflow continues, otherwise,   /// we return the route handler's continuation state.  /// </summary>  public WorkflowState Route(WorkflowContinuation<HttpListenerContext>  workflowContinuation, HttpListenerContext context)  {  WorkflowState ret = WorkflowState.Continue;  RouteEntry entry = null;  Session session = sessionManager != null ? sessionManager[context] : null;  if (routeTable.TryGetRouteEntry(context.Verb(), context.Path(), out entry))  {  if (entry.RoutingProvider != null)  {  ret = entry.RoutingProvider(workflowContinuation, context, session);  }  }  return ret;  }  } |

Again, we’ll look at sessions and session management in the next chapter, but for now we can ignore the session management property.

## Try it Out

We can test this very simply, by writing a handler for a page we want to fault on:

|  |
| --- |
| public static void InitializeRouteHandler()  {  routeTable = new RouteTable();  routeTable.AddRoute("get", "restricted", new RouteEntry()   {   RoutingProvider = (continuation, context) =>   {   throw new ApplicationException("You can’t do that.");   }   });  routeHandler = new RouteHandler(routeTable);  } |

Here we’re leveraging the previously implemented exception handler to display the message in the browser window. When we request (via “get”) this page, we’ll get the message “You can’t do that.”

We add the routing handler to our workflow:

|  |
| --- |
| public static void InitializeWorkflow(string websitePath)  {  StaticContentLoader sph = new StaticContentLoader(websitePath);  workflow = new Workflow<HttpListenerContext>(AbortHandler, OnException);  workflow.AddItem(new WorkflowItem<HttpListenerContext>(LogIPAddress));  workflow.AddItem(new WorkflowItem<HttpListenerContext>(WhiteList));  workflow.AddItem(new WorkflowItem<HttpListenerContext>(requestHandler.Process));  **workflow.AddItem(new WorkflowItem<HttpListenerContext>(routeHandler.Route));**  workflow.AddItem(new WorkflowItem<HttpListenerContext>(sph.GetContent));  } |

And voila!
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Figure 7: Routing Example

## Conclusion

Routing is great example of the different ways one can write the handlers – you can use anonymous methods, like I did above, or an instance method, or a static method. Also, you should be getting a sense of the repeatability of the workflow pattern. We will take advantage of the same pattern for Session and Authorization in the next chapter.

# Sessions

Handlers are stateless – they have to be because the same code could be executing on hundreds of threads. However, there obviously is a need to maintain information between requests, typically an authorization token, perhaps a user name, the last request time, and so forth. These pieces of information are all managed in a stateful session which is associated with the user’s IP address.

The session management provided here is really a basic implementation, and I certainly don’t want presume what your authorization, session expiration, and user role management needs to be. So, as we saw with routing, you can use the routing handler that is “in the can” or you can provide a different routing handler to the workflow.

In this chapter we’ll add two separate workflow steps, one for checking session expiration and the other for checking authorization. As mentioned in the previous chapter, these are entwined with the request verb and path, so, like the route provider, we’ll be implementing a test to see if a provider exists, and if so, continue or terminate the workflow based on the provider’s response.

We should also talk about Cross-Site Request Forgery (CSRF) when we’re discussing sessions, as this is a token that is preserved within the context of a session.

## Session

First, we need a container for the concept of a session. In the implementation below, note that the session provides three things:

1. A way to manage whether the session has expired or not
2. A way to manage whether the user is authorized or not
3. A general collection of key-value pairs that application may want to preserve in a session across requests.

|  |
| --- |
| /// <summary>  /// Sessions are associated with the client IP.  /// </summary>  public class Session  {  public DateTime LastConnection { get; set; }  /// <summary>  /// Is the user authorized?  /// </summary>  public bool Authorized { get; set; }  /// <summary>  /// This flag is set by the session manager if the session has expired between  /// the last connection timestamp and the current connection timestamp.  /// </summary>  public bool Expired { get; set; }  /// <summary>  /// Can be used by controllers to add additional information that needs  /// to persist in the session.  /// </summary>  private ConcurrentDictionary<string, object> Objects { get; set; }  // Indexer for accessing session objects. If an object isn't found,   // null is returned.  public object this[string objectKey]  {  get  {  object val = null;  Objects.TryGetValue(objectKey, out val);  return val;  }  set { Objects[objectKey] = value; }  }  /// <summary>  /// Object collection getter with type conversion.  /// Note that if the object does not exist in the session, the default  /// value is returned.  /// Therefore, session objects like "isAdmin" or "isAuthenticated"  /// should always be true for their "yes" state.  /// </summary>  public T GetObject<T>(string objectKey)  {  object val = null;  T ret = default(T);  if (Objects.TryGetValue(objectKey, out val))  {  ret = (T)Converter.Convert(val, typeof(T));  }  return ret;  }  public Session()  {  Objects = new ConcurrentDictionary<string, object>();  UpdateLastConnectionTime();  }  public void UpdateLastConnectionTime()  {  LastConnection = DateTime.Now;  }  /// <summary>  /// Returns true if the last request exceeds the specified expiration  /// time in seconds.  /// </summary>  public bool IsExpired(int expirationInSeconds)  {  return (DateTime.Now - LastConnection).TotalSeconds > expirationInSeconds;  }  /// <summary>  /// De-authorize the session.  /// </summary>  public void Expire()  {  Authenticated = false;  Expired = true;  }  } |

Note also that we’re using a ConcurrentDictionary, as it is possible that the application may, unbeknownst to us, set up its own worker threads in a request, where each thread might be concurrently accessing session information.

## Session Manager

Next, we need a session manager. The session manager creates the session if it doesn’t exist. If it does exist, it updates the Expired flag if the session has expired – this is based on whether the time since the last request exceeds the expiration time which is by default set to 10 minutes.

|  |
| --- |
| public class SessionManager  {  public string CsrfTokenName { get; set; }  public int ExpireInSeconds { get; set; }   protected RouteTable routeTable;  /// <summary>  /// Track all sessions.  /// </summary>  protected ConcurrentDictionary<IPAddress, Session> sessionMap;  public SessionManager(RouteTable routeTable)  {  this.routeTable = routeTable;  sessionMap = new ConcurrentDictionary<IPAddress, Session>();  CsrfTokenName = "\_CSRF\_";  ExpireInSeconds = 10 \* 60;  }  public WorkflowState Provider(  WorkflowContinuation<HttpListenerContext> workflowContinuation,  HttpListenerContext context)  {  Session session;  IPAddress endpointAddress = context.EndpointAddress();  if (!sessionMap.TryGetValue(endpointAddress, out session))  {  session = new Session();  session[CsrfTokenName] = Guid.NewGuid().ToString();  sessionMap[endpointAddress] = session;  }  else  {  // If the session exists, set the expired flag before we   // update the last connection date/time.  // Once set, stays set until explicitly cleared.  session.Expired |= session.IsExpired(ExpireInSeconds);  }  session.UpdateLastConnectionTime();  WorkflowState ret = CheckExpirationAndAuthorization(  workflowContinuation, context, session);  return ret;  }  protected WorkflowState CheckExpirationAndAuthorization(  WorkflowContinuation<HttpListenerContext> workflowContinuation,  HttpListenerContext context,   Session session)  {  // Inspect the route to see if we should do session   // expiration and/or session authorization checks.  WorkflowState ret = WorkflowState.Continue;  RouteEntry entry = null;  if (routeTable.TryGetRouteEntry(context.Verb(), context.Path(), out entry))  {  if (entry.SessionExpirationProvider != null)  {  ret = entry.SessionExpirationProvider(workflowContinuation, context, session);  }  if (ret == WorkflowState.Continue)  {  if (entry.AuthorizationProvider != null)  {  ret = entry.AuthorizationProvider(workflowContinuation, context, session);  }  }  }  return WorkflowState.Continue;  }  } |

For new sessions, a CSRF token is registered. We can use this token when we render pages, embedding it into put/post/delete requests to the server to protect the data on the server from someone maliciously forging user activity. We’ll discuss this in a later chapter on view engines.

Again, note the use of the ConcurrentDictionary, as we are most likely dealing with concurrent access to the server-wide session manager.

## Try it Out

First, let’s create our session manager instance and add it to the workflow:

|  |
| --- |
| public static void InitializeSessionManager()  {  sessionManager = new SessionManager(routeTable);  } |

Let’s set up a couple web pages that let us play with explicitly setting expiration and authorization. We want a page that tells us whether we have an expired or unauthorized request. As with the routing example, we’ll just throw an exception if the session is expired or unauthorized.

|  |
| --- |
| routeTable.AddRoute("get", "testsession", new RouteEntry()  {  SessionExpirationProvider = (continuation, context, session) =>  {  if (session.Expired)  {  throw new ApplicationException("Session has expired!");  }  else  {  return WorkflowState.Continue;  }  },  AuthorizationProvider = (continuation, context, session) =>  {  if (!session.Authorized)  {  throw new ApplicationException("Not authorized!");  }  else  {  return WorkflowState.Continue;  }  },  RouteHandler = (continuation, context, session) =>  {  context.RespondWith("<p>Looking good!</p>");  return WorkflowState.Done;  }  }); |

We also want a page that lets us set and clear the expired and authorized flags. Note that for the purposes of this demonstration we do not test this page for expiration or authentication! Here we’ll have a little fun with URL parameters in the route handler:

|  |
| --- |
| routeTable.AddRoute("get", "SetState", new RouteEntry()  {  RoutingProvider = (continuation, context, session) =>  {  Dictionary<string, string> parms = context.GetUrlParameters();  session.Expired = GetBooleanState(parms, "Expired", false);  session.Authorized = GetBooleanState(parms, "Authorized", false);  context.RespondWith(  "<p>Expired has been set to " + session.Expired + "</p>"+  "<p>Authorized has been set to "+session.Authorized + "</p>");  return WorkflowState.Done;  }  }); |

And we have a little helper function to convert some different ways of expressing yes and no to a boolean:

|  |
| --- |
| public static bool GetBooleanState(  Dictionary<string, string> parms,   string key,   bool defaultValue)  {  bool ret = defaultValue;  string val;  if (parms.TryGetValue(key.ToLower(), out val))  {  switch(val.ToLower())  {  case "false":  case "no":  case "off":  ret = false;  break;  case "true":  case "yes":  case "on":  ret = true;  break;  }  }  return ret;  } |

We’ll first test a non-expired, authorized site, to which we get back:
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Figure 8: Not Expired, Authorized

Now when we test our state with the “testsession” URL, we get:

![](data:image/png;base64,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)

Figure 9: Looking Good!

We can expire the session:
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Figure 10: Expire the Session

To which we get:
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Figure 11 Session has Expired

Lastly, we can de-authorize the session:
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Figure 12: De-authorize the Session

And we get:
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Figure 13: The Session is no Longer Authorized

## Automatically Cleaning Up Expired Sessions

It’s important that we clean up expired sessions, however the question becomes, when do we really delete any knowledge of the session, vs. potentially giving the user some feedback like “you’re session has expired, please log in again”? Truly deleting a session should happen sometime after it has expired, but ultimately, this is a decision for the developer creating the web application. At best, we can offer this function in the session manager that cleans up sessions with a specific “haven’t seen any user activity since this date/time” criteria:

|  |
| --- |
| public void CleanupDeadSessions(int deadAfterSeconds)  {  sessionMap.Values.Where(s =>   s.IsExpired(deadAfterSeconds)).ForEach(s =>   sessionMap.Remove(s.EndpointAddress));  } |

It’s really up to you to decide when you want to call that function, but I suggest a worker thread that fires every minute or so.

## Conclusion

At this point, our web server is providing a lot of capability. We can:

* Manage session state.
* Incorporate session expiration and authorization into our routes.
* Route requests to custom handlers.
* Implement behaviors based on the URL and request body parameters.
* We can respond with a default page, custom HTML, and/or a custom response body.
* We can handle REST endpoint calls.

However, there’s still a few things that are left to do, such as:

* Parameterized routes (routes with id’s embedded in them)
* Better error handling – throwing exceptions for things like “page not found” and “expired session” is not ideal!
* Support for HTTPS
* View engines
* Some AJAX examples would be nice

We’ll look at these issues in the remaining chapters.

# HTTPS

# View Engines

|  |
| --- |
|  |

|  |
| --- |
|  |

|  |
| --- |
|  |

|  |
| --- |
|  |

|  |
| --- |
| public class ListenerThreadHandler : CommonHandler, IRequestHandler  {  public void Process(HttpListenerContext context)  {  Program.TimeStamp("Process Thread ID: " + Thread.CurrentThread.ManagedThreadId);  CommonResponse(context);  }  } |

|  |
| --- |
| public class ListenerThreadHandler : CommonHandler, IRequestHandler  {  public void Process(HttpListenerContext context)  {  Program.TimeStamp("Process Thread ID: " + Thread.CurrentThread.ManagedThreadId);  CommonResponse(context);  }  } |

|  |
| --- |
| public class ListenerThreadHandler : CommonHandler, IRequestHandler  {  public void Process(HttpListenerContext context)  {  Program.TimeStamp("Process Thread ID: " + Thread.CurrentThread.ManagedThreadId);  CommonResponse(context);  }  } |

|  |
| --- |
| public class ListenerThreadHandler : CommonHandler, IRequestHandler  {  public void Process(HttpListenerContext context)  {  Program.TimeStamp("Process Thread ID: " + Thread.CurrentThread.ManagedThreadId);  CommonResponse(context);  }  } |
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